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## Front Matter

The following script was developed cooperatively by the SHSU SDM working group, including Laura Bianchi, Austin Brenek, Jesus Castillo, Nick Galle, Kayla Hankins, Kenneth Nobleza, Chris Randle, Nico Reger, Alyssa Russell, Ava Stendahl based on [tutorials](https://rspatial.org/) provided by Robert Hijmans and Jane Elith. Chris Randle composed the following script from many scripts developed by the SHSU SDM working group.

*This works best if your environment is empty at the start.*

I have tried to set this up to eliminate required changes to the code. When you see text in **BOLD** below, that will be an indication that you need to make a decision.

# Libraries

library(dismo)

## Loading required package: raster

## Loading required package: sp

library(sp)  
library(raster)  
library(stats)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(knitr)  
library(rgeos)

## rgeos version: 0.5-8, (SVN revision 679)  
## GEOS runtime version: 3.9.1-CAPI-1.14.2   
## Please note that rgeos will be retired by the end of 2023,  
## plan transition to sf functions using GEOS at your earliest convenience.  
## GEOS using OverlayNG  
## Linking to sp version: 1.4-5   
## Polygon checking: TRUE

library(maptools)

## Checking rgeos availability: TRUE  
## Please note that 'maptools' will be retired by the end of 2023,  
## plan transition at your earliest convenience;  
## some functionality will be moved to 'sp'.

library(rgdal)

## Please note that rgdal will be retired by the end of 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
##   
## rgdal: version: 1.5-27, (SVN revision 1148)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.2.1, released 2020/12/29  
## Path to GDAL shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 7.2.1, January 1st, 2021, [PJ\_VERSION: 721]  
## Path to PROJ shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.4-5  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.  
## Overwritten PROJ\_LIB was C:/Users/User/Documents/R/win-library/4.1/rgdal/proj

library(ecospat)

## Loading required package: ade4

## Loading required package: ape

##   
## Attaching package: 'ape'

## The following objects are masked from 'package:raster':  
##   
## rotate, zoom

## Loading required package: gbm

## Loaded gbm 2.1.8

## Registered S3 methods overwritten by 'adehabitatMA':  
## method from  
## print.SpatialPixelsDataFrame sp   
## print.SpatialPixels sp

library(usdm)  
library(mgcv)

## Loading required package: nlme

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:usdm':  
##   
## Variogram

## The following object is masked from 'package:dplyr':  
##   
## collapse

## The following object is masked from 'package:raster':  
##   
## getData

## This is mgcv 1.8-38. For overview type 'help("mgcv-package")'.

# Genus and Species strings

Their are many places in this code where you will need to save files with filenames including the genus and species. We’ll save these as strings to automate the creation of file names. Enter your genus name and specific epithet in the quotes below.

genus<-"Laodelphax"  
species<-"striatellus"

## Occurrence Data

Import occurrence data from csv file already generated (2020-2021), or using the script “Occurrence\_Data.rmd” and visualize it.

sdmdata <- read.csv(file = "Laodelphax striatellus.CLEAN.csv")  
sdmdata <- subset(sdmdata, !is.na(lon) & !is.na(lat))  
dups <-duplicated(sdmdata[ c('lon', 'lat')])  
sdmdata<-sdmdata[!dups,]  
#and visualize the data  
#first lets get the extent of the data (the coordinates of the smallest box needed to encapsulate the data) To do this I first need to convert sdmdata into a spatial points dataframe with the same crs as "wrldsmpl", a giant spatial polygons data frame available from maptools  
sdmdataframe<-data.frame(sdmdata)  
data(wrld\_simpl)  
coordinates(sdmdataframe) <- ~lon+lat  
crs(sdmdataframe) <- crs(wrld\_simpl)  
#And then extract the extent  
e<-extent(sdmdataframe)  
xmin<-xmin(e)  
xmax<-xmax(e)  
ymin<-ymin(e)  
ymax<-ymax(e)  
# and then plot a map and add the points from sdmdata  
plot(wrld\_simpl, xlim=c(xmin,xmax), ylim=c(ymin,ymax), axes=TRUE, col="light yellow")  
box()  
points(sdmdata$lon, sdmdata$lat, col='red', cex=0.75)
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Let’s divide the data into training and testing data sets. The following code divides the data set into 80% training and 20% testing.

#let's make sdmdata into a dataframe  
data(wrld\_simpl)  
coordinates(sdmdata) <- ~lon+lat  
crs(sdmdata) <- crs(wrld\_simpl)  
  
#let's extract just the coordinates  
presence <- coordinates(sdmdata)  
#First we'll make a random list of integers from 1-5 as long as our presence data. Setting the seed results in a repeatable random process  
set.seed(0)  
#now make a list as long as the number of rows in presence consisting of a random series of integers from 1-5  
group <- kfold(presence, 5)  
#Then we want to use this to retrieve the number of the rows in the presence data that are associated with the number 1 in our group index.  
test\_indices <- as.integer(row.names(presence[group == 1, ]))  
#and create a new list of coordinates including only those rows that are NOT in test indices. These are all the row numbers NOT corresponding with the test\_indices (which is ~80% of the data).  
pres\_train <- presence[-test\_indices,]  
#and those that do correspond with test indices (20%) of the data  
pres\_test <- presence[group ==1,]

Save pres\_data and test\_data as csv files just in case.

#first presdata\_train  
outdata<-data.frame(pres\_train)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_train.csv"), row.names=FALSE)  
  
#and then presdata\_test  
outdata<-data.frame(pres\_test)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_test.csv"), row.names=FALSE)

## Predictor data

Let’s get the giant predictor file, name the bands, and generate our raster color schemes. This predictor set consists of all 35 Climond layers and elevation. Get it from Randle and keep it in your directory.

predictors<-stack('Climond\_elev\_HI.tif')  
bands<-c("Ann\_mean\_temp", "Mean\_durnal\_temp\_range", "Isothermality", "Temp\_Seasonality", "MaxTemp\_WarmestWeek", "MinTemp\_ColdestWeek", "Temp\_Annual\_Range", "Mean\_temp\_wettest\_q", "Mean\_temp\_driest\_q", "Mean\_temp\_warmiest\_q", "Mean\_temp\_coldest\_q", "Ann\_ precip", "Precip\_driest\_week", "Precip\_wettest\_week", "Precip\_Seasonality", "Precip\_wettest\_q", "Precip\_driest\_q", "Precip\_warmest\_q", "Precip\_coldest\_q", "Ann\_mean\_rad", "Hghest\_weekly\_rad", "Lowest\_weekly\_rad", "Rad\_seasonality", "Rad\_wettest\_q", "Rad\_driest\_q", "Rad\_warmest\_q", "Rad\_coldest\_q", "Ann\_mean\_moisture", "Highsets\_weekly\_moisture", "Lowest\_weekly\_moisture", "Moisture\_seasonality", "Mean\_moisture\_wettest\_q", "Mean\_moisture\_driest\_q", "Mean\_moisture\_warmest\_q", "Mean\_moisture\_coldest\_q", "Elev", 'human\_impact')  
names(predictors)<-bands  
cool<-colorRampPalette(c('gray','green','dark green',"blue"))  
warm<-colorRampPalette(c('yellow', 'orange', 'red', 'brown', 'black'))  
plot(predictors[["Ann\_mean\_temp"]], col=warm(100))
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#extract environmental data using the points in sdmdata  
env\_data<-extract(predictors,sdmdata)  
#give names to the columns  
colnames(env\_data)<-bands  
#run the vif  
vif<-vifstep(env\_data)  
#and let's find the layers that were excluded and drop them  
excluded<-vif@excluded  
predictors<-dropLayer(predictors,excluded)  
#and let's just go ahead and see which layers were dropped.  
NClayers<-names(predictors)  
NClayers

## [1] "Isothermality" "Temp\_Seasonality"   
## [3] "MaxTemp\_WarmestWeek" "Ann\_.precip"   
## [5] "Precip\_Seasonality" "Precip\_coldest\_q"   
## [7] "Hghest\_weekly\_rad" "Rad\_wettest\_q"   
## [9] "Rad\_driest\_q" "Highsets\_weekly\_moisture"  
## [11] "Moisture\_seasonality" "Elev"   
## [13] "human\_impact"

## General additive model

# Data preparation

Generally speaking, we want to sample absence data from the region in which the presence data occur. There are two ways to do that, and one of them is better than the other. The first is to sample randomly. That may seem like a good idea, but its counter-intuitively not. The reason is that the presence data likely includes sampling bias. This will be inherent in p(hypothesis). If we include the same sampling bias in p(data), they cancel out in Bayes Theorem. The way that we’ll do that is to create circles around our data and sample absence points from within those. The circles will have a diameter equal to the average distance between points.

#convert presence training data into a spatial points dataframe.  
pres\_train\_SPDF<-SpatialPoints(pres\_train)  
crs(pres\_train\_SPDF) <- crs(wrld\_simpl)  
#Let's get the average distance between points (great circle distance--takes into account the curvature of the earth). spDists creates a matrix of distances between points. This includes zeros.   
#I have to use a smaller distance in this case becacuse of the raster geometry  
dist<-110000  
x <- circles(pres\_train\_SPDF, d=110000, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that approximately three times the number of presence points. We'll chop that down at the end.  
samp1 <- spsample(pol, nrow(pres\_train)\*3, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

And let’s go ahead and extract the presence data, remove rows with NA values, and add a column of 1s.

pres\_train\_data<-extract(predictors,pres\_train)  
complete<-complete.cases(pres\_train\_data)  
pres\_train\_data<-pres\_train\_data[complete,]  
pres\_train\_data<-cbind(pres\_train\_data,1)

Now we want to extract predictors for the absence data, remove rows with NA values and chop it down to the size of our presence training data, and combine these into one data frame with column names (pa is the last column of 0,1 which indicates presence or absence)

abs\_train\_data<-extract(predictors,abs\_train)  
#remove rows with NA values  
complete<-complete.cases(abs\_train\_data)  
abs\_train\_data<-abs\_train\_data[complete,]  
#and select a number of rows equal to the presence training data  
abs\_train\_data<-abs\_train\_data[1:nrow(pres\_train\_data),]  
#and add a column of zeros to the end.  
abs\_train\_data<-cbind(abs\_train\_data,0)  
#put the two matrices together and name the colmns  
train\_data<-rbind(pres\_train\_data,abs\_train\_data)  
colnames(train\_data)<-c(names(predictors),"pa")  
train\_data<-as.data.frame(train\_data)  
colnames(train\_data)

## [1] "Isothermality" "Temp\_Seasonality"   
## [3] "MaxTemp\_WarmestWeek" "Ann\_.precip"   
## [5] "Precip\_Seasonality" "Precip\_coldest\_q"   
## [7] "Hghest\_weekly\_rad" "Rad\_wettest\_q"   
## [9] "Rad\_driest\_q" "Highsets\_weekly\_moisture"  
## [11] "Moisture\_seasonality" "Elev"   
## [13] "human\_impact" "pa"

# Training the GAM and making predictions.

**This is a pain in the neck because all of the layers have to be specified. I recommend printing the column names in the console colnames(train\_data) and then copying them and formatting them**

gam <- gam(pa ~ Isothermality + Temp\_Seasonality + MaxTemp\_WarmestWeek + Ann\_.precip + Precip\_Seasonality + Precip\_coldest\_q + Hghest\_weekly\_rad +   
Rad\_wettest\_q + Rad\_driest\_q + Highsets\_weekly\_moisture + Moisture\_seasonality + Elev + human\_impact,  
 family = binomial(link = "logit"), data=train\_data)  
summary(gam)

##   
## Family: binomial   
## Link function: logit   
##   
## Formula:  
## pa ~ Isothermality + Temp\_Seasonality + MaxTemp\_WarmestWeek +   
## Ann\_.precip + Precip\_Seasonality + Precip\_coldest\_q + Hghest\_weekly\_rad +   
## Rad\_wettest\_q + Rad\_driest\_q + Highsets\_weekly\_moisture +   
## Moisture\_seasonality + Elev + human\_impact  
##   
## Parametric coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -3.8990080 4.2793991 -0.911 0.36224   
## Isothermality 4.4004580 6.2094087 0.709 0.47853   
## Temp\_Seasonality 55.6444535 58.7488080 0.947 0.34356   
## MaxTemp\_WarmestWeek 0.0736787 0.0711484 1.036 0.30041   
## Ann\_.precip 0.0020156 0.0021528 0.936 0.34913   
## Precip\_Seasonality -3.4209120 1.2040948 -2.841 0.00450 \*\*  
## Precip\_coldest\_q 0.0058252 0.0040117 1.452 0.14649   
## Hghest\_weekly\_rad 0.0036327 0.0101637 0.357 0.72078   
## Rad\_wettest\_q -0.0070838 0.0030194 -2.346 0.01897 \*   
## Rad\_driest\_q -0.0102756 0.0046982 -2.187 0.02873 \*   
## Highsets\_weekly\_moisture -2.9283810 2.5623429 -1.143 0.25310   
## Moisture\_seasonality 3.1599557 3.7694477 0.838 0.40186   
## Elev 0.0005840 0.0002836 2.060 0.03945 \*   
## human\_impact 0.0529270 0.0194918 2.715 0.00662 \*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
##   
## R-sq.(adj) = 0.198 Deviance explained = 17.8%  
## UBRE = 0.22591 Scale est. = 1 n = 324

Let’s make some predictions and export them to a file

GAMpreds <- predict(predictors, gam, type = 'response')  
writeRaster(GAMpreds, filename = paste0(genus,"\_",species,"\_GAM.tif"), overwrite=TRUE)  
plot(GAMpreds, main=c(genus,species,'GAM/Binary'),col=warm(100), zlim=c(0,1))  
points(pres\_test, col='white', cex =.4, pch=3)
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## MaxEnt

We need many more background points for MaxEnt and BRT than we needed for GAM. Let’s go ahead and generate those.

samp1 <- spsample(pol, 10000, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
background\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

Let’s go ahead and set a locations for java **This will obviously be specialized for your computer. Try to find the ‘home’ folder in java and specify the path below**

Sys.setenv(JAVA\_HOME='/Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home')

First we let the program know to start up maxent using the command maxent. After that, all we need to do is to make a model oject (me\_model), from the raster data and the presence training data.

maxent()

## Loading required namespace: rJava

## java.home option:

## JAVA\_HOME environment variable: /Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home

## Warning in fun(libname, pkgname): Java home setting is INVALID, it will be ignored.  
## Please do NOT set it unless you want to override system settings.

## This is MaxEnt version 3.4.3

me\_model <- maxent(predictors, pres\_train, a=background\_train)

## Warning in .local(x, p, ...): 4 (4.26%) of the presence points have NA predictor  
## values

## Warning in .local(x, p, ...): 1682 (16.82%) of the presence points have NA  
## predictor values

## This is MaxEnt version 3.4.3

#and plot the models most important layers  
par(mfrow=c(1,1))  
plot(me\_model)
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MEpreds<-predict(predictors, me\_model, type='response')

## This is MaxEnt version 3.4.3

writeRaster(MEpreds, filename=paste0(genus,"\_",species,"\_ME.tif"),overwrite=TRUE)  
#and plot  
plot(MEpreds, col=warm(100), zlim=c(0,1))
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## Boosted regression trees

We need to prepare data for BRT in much the same way that we did for GAM, with the exception that we will need a lot more background data. We can use the 10,000 points that we already generated for ME

#let's get the data from our predictors  
bg\_train\_data<-extract(predictors,background\_train)  
#and bind a column of 0 to the end of it  
bg\_train\_data<-cbind(bg\_train\_data,0)  
#and convert it to a data frame  
bg\_train\_data<-as.data.frame(bg\_train\_data)  
#and then combine it withe the presence training data  
pres\_train\_data<-as.data.frame(pres\_train\_data)  
BRT\_data<-rbind(pres\_train\_data, bg\_train\_data)  
colnames(BRT\_data)<-c(names(predictors),"pa")

And now we can train a model using the first X columns of train\_data and the 6th as the response. Let’s start with tree complexity of 5 and learning rate of 0.001

sdm.tc5.lr001 <- gbm.step(data=BRT\_data, gbm.x = 1:nlayers(predictors), gbm.y = ncol(BRT\_data), family = "bernoulli", tree.complexity = 5, learning.rate = 0.001, bag.fraction = 0.5)

##   
##   
## GBM STEP - version 2.9   
##   
## Performing cross-validation optimisation of a boosted regression tree model   
## for pa and using a family of bernoulli   
## Using 10162 observations and 13 predictors   
## creating 10 initial models of 50 trees   
##   
## folds are stratified by prevalence   
## total mean deviance = 0.1636   
## tolerance is fixed at 2e-04   
## ntrees resid. dev.   
## 50 0.1498   
## now adding trees...   
## 100 0.1435   
## 150 0.1392   
## 200 0.1361   
## 250 0.1336   
## 300 0.1315   
## 350 0.1297   
## 400 0.1281   
## 450 0.1268   
## 500 0.1256   
## 550 0.1245   
## 600 0.1235   
## 650 0.1226   
## 700 0.1217   
## 750 0.1209   
## 800 0.1202   
## 850 0.1196   
## 900 0.119   
## 950 0.1184   
## 1000 0.1179   
## 1050 0.1174   
## 1100 0.1169   
## 1150 0.1164   
## 1200 0.1159   
## 1250 0.1155   
## 1300 0.1151   
## 1350 0.1147   
## 1400 0.1143   
## 1450 0.1139   
## 1500 0.1136   
## 1550 0.1132   
## 1600 0.1129   
## 1650 0.1126   
## 1700 0.1123   
## 1750 0.112   
## 1800 0.1117   
## 1850 0.1115   
## 1900 0.1112   
## 1950 0.111   
## 2000 0.1107   
## 2050 0.1104   
## 2100 0.1102   
## 2150 0.11   
## 2200 0.1098   
## 2250 0.1096   
## 2300 0.1094   
## 2350 0.1092   
## 2400 0.109   
## 2450 0.1088   
## 2500 0.1086   
## 2550 0.1084   
## 2600 0.1082   
## 2650 0.1081   
## 2700 0.1079   
## 2750 0.1077   
## 2800 0.1075   
## 2850 0.1074   
## 2900 0.1072   
## 2950 0.1071   
## 3000 0.1069   
## 3050 0.1068   
## 3100 0.1067   
## 3150 0.1066   
## 3200 0.1064   
## 3250 0.1063   
## 3300 0.1062   
## 3350 0.1061   
## 3400 0.106   
## 3450 0.1059   
## 3500 0.1058   
## 3550 0.1057   
## 3600 0.1056   
## 3650 0.1055   
## 3700 0.1054   
## 3750 0.1053   
## 3800 0.1052   
## 3850 0.1051   
## 3900 0.105   
## 3950 0.105   
## 4000 0.1049   
## 4050 0.1048   
## 4100 0.1047   
## 4150 0.1046   
## 4200 0.1046   
## 4250 0.1045   
## 4300 0.1044   
## 4350 0.1043   
## 4400 0.1043   
## 4450 0.1042   
## 4500 0.1041   
## 4550 0.1041   
## 4600 0.104   
## 4650 0.104   
## 4700 0.1039   
## 4750 0.1039   
## 4800 0.1038   
## 4850 0.1037   
## 4900 0.1037   
## 4950 0.1037   
## 5000 0.1036   
## 5050 0.1035   
## 5100 0.1035   
## 5150 0.1034   
## 5200 0.1034   
## 5250 0.1033   
## 5300 0.1033   
## 5350 0.1032   
## 5400 0.1032   
## 5450 0.1031   
## 5500 0.1031   
## 5550 0.103   
## 5600 0.103   
## 5650 0.103   
## 5700 0.1029   
## 5750 0.1029   
## 5800 0.1028   
## 5850 0.1028   
## 5900 0.1028   
## 5950 0.1027   
## 6000 0.1027   
## 6050 0.1027   
## 6100 0.1027   
## 6150 0.1026   
## 6200 0.1026   
## 6250 0.1026   
## 6300 0.1026   
## 6350 0.1025   
## 6400 0.1025   
## 6450 0.1025   
## 6500 0.1024   
## 6550 0.1024   
## 6600 0.1024   
## 6650 0.1024   
## 6700 0.1024   
## 6750 0.1024   
## 6800 0.1023   
## 6850 0.1023   
## 6900 0.1023   
## 6950 0.1023   
## 7000 0.1023   
## 7050 0.1023   
## 7100 0.1022   
## 7150 0.1022   
## 7200 0.1022   
## 7250 0.1022   
## 7300 0.1022   
## 7350 0.1021   
## 7400 0.1021   
## 7450 0.1021   
## 7500 0.1021   
## 7550 0.102   
## 7600 0.102   
## 7650 0.102   
## 7700 0.102   
## 7750 0.102   
## 7800 0.102   
## 7850 0.102   
## 7900 0.1019   
## 7950 0.1019   
## 8000 0.1019   
## 8050 0.1019   
## 8100 0.1019

## fitting final gbm model with a fixed number of 8100 trees for pa
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##   
## mean total deviance = 0.164   
## mean residual deviance = 0.071   
##   
## estimated cv deviance = 0.102 ; se = 0.006   
##   
## training data correlation = 0.677   
## cv correlation = 0.559 ; se = 0.031   
##   
## training data AUC score = 0.983   
## cv AUC score = 0.854 ; se = 0.023   
##   
## elapsed time - 0.29 minutes

summary(sdm.tc5.lr001)
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## var rel.inf  
## Isothermality Isothermality 27.331492  
## Elev Elev 11.558081  
## Precip\_Seasonality Precip\_Seasonality 9.812730  
## Moisture\_seasonality Moisture\_seasonality 9.141090  
## Rad\_driest\_q Rad\_driest\_q 8.739640  
## Ann\_.precip Ann\_.precip 6.081358  
## Rad\_wettest\_q Rad\_wettest\_q 5.281514  
## human\_impact human\_impact 5.235652  
## Temp\_Seasonality Temp\_Seasonality 4.769186  
## Hghest\_weekly\_rad Hghest\_weekly\_rad 4.215497  
## Precip\_coldest\_q Precip\_coldest\_q 3.349547  
## MaxTemp\_WarmestWeek MaxTemp\_WarmestWeek 2.498261  
## Highsets\_weekly\_moisture Highsets\_weekly\_moisture 1.985950

**Note: you may want to try different combinations! If your trees are converging too slowly, raise the tree complexity by 1 or two, and back the learning rate down. On the other hand of your holdout deviance drops very quickly and slowly starts to rise, you are overfitting. Drop the tree complexity and raise the learning rate.**

Let’s make predictions and save them

BRTpreds<-predict(predictors, sdm.tc5.lr001, type='response')

## Using 8100 trees...  
##   
## Using 8100 trees...  
##   
## Using 8100 trees...  
##   
## Using 8100 trees...

writeRaster(BRTpreds, filename=paste0(genus,"\_", species,"\_BRT.tif"), overwrite=TRUE)  
#and plot  
plot(BRTpreds, col=warm(100), zlim=c(0,1))
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## Evaluation

We want to generate the following metrics for each of the three models: AUC, COR, maximum Kappa, TRS, and it wouldn’t kill us to have a Boyce graph either.

#Absence Testing Data First we’ll use the pres\_test data to generate absence test data. This time we want about the same number of points for both. To do that, we’ll generate 4x the number of absence points as presence points and chop it to size.

pres\_test\_SPDF<-SpatialPoints(pres\_test)  
data("wrld\_simpl")  
crs(pres\_test\_SPDF) <- crs(wrld\_simpl)  
#now we are going to make circles of about a degree (110000 meters at the equator). I'm working in a relatively small area, but if your data are widespread, you can increase this by changing d.  
x <- circles(pres\_test\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that...because   
samp1 <- spsample(pol, 4\*length(pres\_test), type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_test <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

GAM evaluation

p<-extract(GAMpreds,pres\_test)  
a<-extract(GAMpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_GAM<-e@auc  
COR\_GAM<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaGAM<-ecospat.max.kappa(all\_vals,pa)  
TSS\_GAM<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaGAM[2] ))

## [1] "Max kappa: 0.48780487804878"

print(paste('TSS:', TSS\_GAM[[2]]))

## [1] "TSS: 0.48780487804878"

e

## class : ModelEvaluation   
## n presences : 41   
## n absences : 41   
## AUC : 0.7569899   
## cor : 0.4680395   
## max TPR+TNR at : 0.6474807

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=GAMpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [7] 0.00000000 0.00000000 0.00000000 0.09516373 0.09990264 0.10553416  
## [13] 0.22445000 0.23793742 0.25082580 0.26309538 0.27546773 0.28707502  
## [19] 0.44854494 0.46547633 0.32166566 0.33213553 0.34086767 0.17406635  
## [25] 0.35442621 0.36014043 0.36653634 0.37216533 0.37893665 0.19233757  
## [31] 0.39194737 0.40030507 0.61554299 0.84766771 0.87784411 0.91410378  
## [37] 1.43165135 1.49655941 1.57035701 1.64552950 2.00803189 1.80145174  
## [43] 1.88452199 1.64366771 1.71401605 1.79023434 1.48789359 0.77309361  
## [49] 1.20809649 1.24652027 2.14403515 2.66412207 2.76397403 3.34833184  
## [55] 3.45917018 3.08133646 3.19918541 3.30037182 3.42278081 3.55001569  
## [61] 3.71606921 3.21892326 2.01384921 2.09673254 1.45125955 1.50521653  
## [67] 2.32880547 2.39668484 2.47473254 2.52163467 4.24542872 4.27642885  
## [73] 3.47978008 3.50178712 4.40650929 5.32893476 7.18722638 8.14328503  
## [79] 8.18109546 9.12582001 11.08533379 11.19322943 8.36474704 8.26275843  
## [85] 8.18869972 8.98697875 7.97531168 9.52766293 7.67219427 9.18235262  
## [91] 8.97622263 6.33429346 6.14505640 5.96972236 5.75234541 5.50012297  
## [97] 5.27289107 3.74007111 1.16152425 1.05182623  
##   
## $Spearman.cor  
## [1] 0.884  
##   
## $HS  
## [1] 0.05006039 0.05905982 0.06805925 0.07705868 0.08605810 0.09505753  
## [7] 0.10405696 0.11305639 0.12205582 0.13105524 0.14005467 0.14905410  
## [13] 0.15805353 0.16705296 0.17605238 0.18505181 0.19405124 0.20305067  
## [19] 0.21205009 0.22104952 0.23004895 0.23904838 0.24804781 0.25704723  
## [25] 0.26604666 0.27504609 0.28404552 0.29304495 0.30204437 0.31104380  
## [31] 0.32004323 0.32904266 0.33804208 0.34704151 0.35604094 0.36504037  
## [37] 0.37403980 0.38303922 0.39203865 0.40103808 0.41003751 0.41903694  
## [43] 0.42803636 0.43703579 0.44603522 0.45503465 0.46403407 0.47303350  
## [49] 0.48203293 0.49103236 0.50003179 0.50903121 0.51803064 0.52703007  
## [55] 0.53602950 0.54502893 0.55402835 0.56302778 0.57202721 0.58102664  
## [61] 0.59002606 0.59902549 0.60802492 0.61702435 0.62602378 0.63502320  
## [67] 0.64402263 0.65302206 0.66202149 0.67102092 0.68002034 0.68901977  
## [73] 0.69801920 0.70701863 0.71601805 0.72501748 0.73401691 0.74301634  
## [79] 0.75201577 0.76101519 0.77001462 0.77901405 0.78801348 0.79701291  
## [85] 0.80601233 0.81501176 0.82401119 0.83301062 0.84201004 0.85100947  
## [91] 0.86000890 0.86900833 0.87800776 0.88700718 0.89600661 0.90500604  
## [97] 0.91400547 0.92300490 0.93200432 0.94100375

ME Evaluation

p<-extract(MEpreds,pres\_test)  
a<-extract(MEpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ME<-e@auc  
COR\_ME<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaME<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ME<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaME[2] ))

## [1] "Max kappa: 0.463414634146341"

print(paste('TSS:', TSS\_ME[[2]]))

## [1] "TSS: 0.463414634146341"

e

## class : ModelEvaluation   
## n presences : 41   
## n absences : 41   
## AUC : 0.7433076   
## cor : 0.4461153   
## max TPR+TNR at : 0.8110777

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=MEpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [7] 0.08515814 0.09379787 0.20615946 0.22418014 0.24354874 0.26273222  
## [13] 0.28174264 0.30074931 0.31918955 0.33693713 0.35417889 0.18504245  
## [19] 0.38708180 0.20118979 0.20934655 0.21752078 0.67763399 0.93541134  
## [25] 1.45072184 1.49871434 1.55562108 1.60995954 1.95256884 1.73919082  
## [31] 1.80683536 1.88491079 1.96645773 1.71149015 1.07369177 0.37327025  
## [37] 0.77962475 0.81570453 0.85183018 0.44430826 0.46481850 0.48543246  
## [43] 1.00559465 1.04953045 1.09192812 1.13657424 1.18780012 0.61895325  
## [49] 0.64502701 0.67418920 1.40686212 2.20148496 2.28912760 1.59018843  
## [55] 1.65101426 1.72326236 1.79175576 3.72980714 4.86276485 5.08657260  
## [61] 5.26357501 4.37625544 3.42064495 4.78416614 4.99698957 6.49859821  
## [67] 6.77087149 7.05822203 7.41651905 4.65076151 4.82487169 5.07001254  
## [73] 5.36649676 5.57914666 3.89989866 4.08837825 2.15171046 2.24072006  
## [79] 2.33502196 2.39208307 2.47101405 2.55676192 5.25973667 5.38054335  
## [85] 5.55953099 8.64075908 8.83764654 9.07365520 9.25753923 9.51023172  
## [91] 9.89952606 6.83503437 7.00267956 14.38765764 22.23511720 34.13733604  
## [97] 31.08419371 32.16014996 37.38653990 47.41952907  
##   
## $Spearman.cor  
## [1] 0.914  
##   
## $HS  
## [1] 0.05012928 0.05912806 0.06812683 0.07712561 0.08612438 0.09512316  
## [7] 0.10412193 0.11312071 0.12211948 0.13111826 0.14011703 0.14911581  
## [13] 0.15811458 0.16711336 0.17611214 0.18511091 0.19410969 0.20310846  
## [19] 0.21210724 0.22110601 0.23010479 0.23910356 0.24810234 0.25710111  
## [25] 0.26609989 0.27509866 0.28409744 0.29309621 0.30209499 0.31109376  
## [31] 0.32009254 0.32909131 0.33809009 0.34708886 0.35608764 0.36508641  
## [37] 0.37408519 0.38308397 0.39208274 0.40108152 0.41008029 0.41907907  
## [43] 0.42807784 0.43707662 0.44607539 0.45507417 0.46407294 0.47307172  
## [49] 0.48207049 0.49106927 0.50006804 0.50906682 0.51806559 0.52706437  
## [55] 0.53606314 0.54506192 0.55406069 0.56305947 0.57205824 0.58105702  
## [61] 0.59005580 0.59905457 0.60805335 0.61705212 0.62605090 0.63504967  
## [67] 0.64404845 0.65304722 0.66204600 0.67104477 0.68004355 0.68904232  
## [73] 0.69804110 0.70703987 0.71603865 0.72503742 0.73403620 0.74303497  
## [79] 0.75203375 0.76103252 0.77003130 0.77903008 0.78802885 0.79702763  
## [85] 0.80602640 0.81502518 0.82402395 0.83302273 0.84202150 0.85102028  
## [91] 0.86001905 0.86901783 0.87801660 0.88701538 0.89601415 0.90501293  
## [97] 0.91401170 0.92301048 0.93200925 0.94100803

BRT Evaluation

p<-extract(BRTpreds,pres\_test)  
a<-extract(BRTpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_BRT<-e@auc  
COR\_BRT<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaBRT<-ecospat.max.kappa(all\_vals,pa)  
TSS\_BRT<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaBRT[2] ))

## [1] "Max kappa: 0.536585365853659"

print(paste('TSS:', TSS\_BRT[[2]]))

## [1] "TSS: 0.536585365853659"

e

## class : ModelEvaluation   
## n presences : 41   
## n absences : 41   
## AUC : 0.7748364   
## cor : 0.4956218   
## max TPR+TNR at : 0.01085684

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=BRTpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 6.053557e-01 4.010268e-01 5.006775e-01 4.789126e-01 6.348084e-01  
## [6] 8.952341e-01 1.101760e+00 1.254221e+00 1.277606e+00 1.338632e+00  
## [11] 1.452259e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [16] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [21] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [26] 0.000000e+00 3.644746e+01 4.030660e+01 4.522853e+01 5.094514e+01  
## [31] 5.932573e+01 7.509175e+01 8.037680e+01 1.062344e+02 1.779772e+02  
## [36] 2.258941e+02 2.210362e+02 8.459410e+01 8.565152e+01 1.779772e+02  
## [41] 1.864523e+02 1.864523e+02 1.957749e+02 3.045388e+02 3.342499e+02  
## [46] 2.469233e+02 2.537823e+02 3.469429e+02 4.152801e+02 5.270863e+02  
## [51] 2.915797e+02 3.262915e+02 3.606380e+02 3.426061e+02 0.000000e+00  
## [56] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [61] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [66] 0.000000e+00 6.229202e+02 1.245840e+03 1.245840e+03 1.522694e+03  
## [71] 1.522694e+03 1.957749e+03 2.284041e+03 2.740849e+03 4.568081e+03  
## [76] 3.426061e+03 4.568081e+03 4.568081e+03 6.852122e+03 8.222546e+03  
## [81] 8.222546e+03 1.370424e+04 1.761974e+04 1.761974e+04 1.761974e+04  
## [86] 2.055637e+04 2.466764e+04 2.055637e+04 2.055637e+04 2.398243e+04  
## [91] 2.740849e+04 2.740849e+04 2.055637e+04 0.000000e+00 0.000000e+00  
## [96] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
##   
## $Spearman.cor  
## [1] 0.943  
##   
## $HS  
## [1] 0.04880864 0.05694558 0.06508253 0.07321948 0.08135643 0.08949338  
## [7] 0.09763033 0.10576728 0.11390423 0.12204118 0.13017813 0.13831508  
## [13] 0.14645203 0.15458898 0.16272593 0.17086288 0.17899983 0.18713677  
## [19] 0.19527372 0.20341067 0.21154762 0.21968457 0.22782152 0.23595847  
## [25] 0.24409542 0.25223237 0.26036932 0.26850627 0.27664322 0.28478017  
## [31] 0.29291712 0.30105407 0.30919102 0.31732796 0.32546491 0.33360186  
## [37] 0.34173881 0.34987576 0.35801271 0.36614966 0.37428661 0.38242356  
## [43] 0.39056051 0.39869746 0.40683441 0.41497136 0.42310831 0.43124526  
## [49] 0.43938221 0.44751916 0.45565610 0.46379305 0.47193000 0.48006695  
## [55] 0.48820390 0.49634085 0.50447780 0.51261475 0.52075170 0.52888865  
## [61] 0.53702560 0.54516255 0.55329950 0.56143645 0.56957340 0.57771035  
## [67] 0.58584729 0.59398424 0.60212119 0.61025814 0.61839509 0.62653204  
## [73] 0.63466899 0.64280594 0.65094289 0.65907984 0.66721679 0.67535374  
## [79] 0.68349069 0.69162764 0.69976459 0.70790154 0.71603849 0.72417543  
## [85] 0.73231238 0.74044933 0.74858628 0.75672323 0.76486018 0.77299713  
## [91] 0.78113408 0.78927103 0.79740798 0.80554493 0.81368188 0.82181883  
## [97] 0.82995578 0.83809273 0.84622968 0.85436662

# Making the ensemble and evaluation

The ensemble is simply the average of GAM, ME, and BRT predictions weighted by AUC.

ENSpreds<-(GAMpreds\*AUC\_GAM+MEpreds\*AUC\_ME+BRTpreds\*AUC\_BRT)/(AUC\_GAM+AUC\_ME+AUC\_BRT)  
writeRaster(ENSpreds, filename=paste0(genus,"\_",species,"\_ENS.tif"), overwrite=TRUE)  
plot(ENSpreds, col=cool(100), zlim=c(0,1))
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p<-extract(ENSpreds,pres\_test)  
a<-extract(ENSpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ENS<-e@auc  
COR\_ENS<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaENS<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ENS<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaENS[2] ))

## [1] "Max kappa: 0.536585365853659"

print(paste('TSS:', TSS\_ENS[[2]]))

## [1] "TSS: 0.536585365853659"

e

## class : ModelEvaluation   
## n presences : 41   
## n absences : 41   
## AUC : 0.7569899   
## cor : 0.5304275   
## max TPR+TNR at : 0.5413425

and the Boyce ploy for the ensemble

ecospat.boyce(fit=ENSpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00 0.000000e+00  
## [6] 0.000000e+00 0.000000e+00 7.370290e-02 7.792790e-02 1.640461e-01  
## [11] 3.453147e-01 4.555357e-01 5.810207e-01 6.220766e-01 6.712009e-01  
## [16] 8.442361e-01 9.107798e-01 9.752225e-01 1.042159e+00 1.101868e+00  
## [21] 9.947672e-01 6.941933e-01 5.439919e-01 5.647198e-01 5.859102e-01  
## [26] 6.055964e-01 6.193729e-01 8.348738e-01 8.216097e-01 5.648750e-01  
## [31] 8.813925e-01 8.759392e-01 1.065028e+00 1.088027e+00 1.116557e+00  
## [36] 9.585398e-01 1.189364e+00 1.243372e+00 1.102336e+00 1.445163e+00  
## [41] 1.739301e+00 1.476830e+00 1.717862e+00 1.459399e+00 2.719636e+00  
## [46] 3.012981e+00 3.329344e+00 2.953978e+00 2.445585e+00 2.686931e+00  
## [51] 1.959289e+00 2.155264e+00 2.364431e+00 3.914007e+00 4.328112e+00  
## [56] 3.178533e+00 1.772406e+00 1.973253e+00 2.172518e+00 2.360359e+00  
## [61] 5.176296e+00 1.413100e+01 1.823181e+01 1.965236e+01 1.771032e+01  
## [66] 1.978666e+01 2.247334e+01 3.052170e+01 3.501936e+01 4.796485e+01  
## [71] 5.733993e+01 7.932992e+01 6.452092e+01 7.165618e+01 1.114166e+02  
## [76] 1.993345e+02 3.536579e+02 4.983361e+02 6.374067e+02 5.555775e+02  
## [81] 5.075646e+02 1.191673e+03 6.852122e+02 7.407699e+02 8.565152e+02  
## [86] 2.635432e+03 2.635432e+03 2.855051e+03 3.114601e+03 4.282576e+03  
## [91] 4.568081e+03 6.395314e+03 7.379208e+03 8.565152e+03 1.370424e+04  
## [96] 1.218155e+04 8.565152e+03 1.598828e+04 1.598828e+04 1.598828e+04  
##   
## $Spearman.cor  
## [1] 0.979  
##   
## $HS  
## [1] 0.05576283 0.06407895 0.07239507 0.08071119 0.08902730 0.09734342  
## [7] 0.10565954 0.11397565 0.12229177 0.13060789 0.13892400 0.14724012  
## [13] 0.15555624 0.16387235 0.17218847 0.18050459 0.18882070 0.19713682  
## [19] 0.20545294 0.21376906 0.22208517 0.23040129 0.23871741 0.24703352  
## [25] 0.25534964 0.26366576 0.27198187 0.28029799 0.28861411 0.29693022  
## [31] 0.30524634 0.31356246 0.32187857 0.33019469 0.33851081 0.34682692  
## [37] 0.35514304 0.36345916 0.37177528 0.38009139 0.38840751 0.39672363  
## [43] 0.40503974 0.41335586 0.42167198 0.42998809 0.43830421 0.44662033  
## [49] 0.45493644 0.46325256 0.47156868 0.47988479 0.48820091 0.49651703  
## [55] 0.50483315 0.51314926 0.52146538 0.52978150 0.53809761 0.54641373  
## [61] 0.55472985 0.56304596 0.57136208 0.57967820 0.58799431 0.59631043  
## [67] 0.60462655 0.61294266 0.62125878 0.62957490 0.63789102 0.64620713  
## [73] 0.65452325 0.66283937 0.67115548 0.67947160 0.68778772 0.69610383  
## [79] 0.70441995 0.71273607 0.72105218 0.72936830 0.73768442 0.74600053  
## [85] 0.75431665 0.76263277 0.77094889 0.77926500 0.78758112 0.79589724  
## [91] 0.80421335 0.81252947 0.82084559 0.82916170 0.83747782 0.84579394  
## [97] 0.85411005 0.86242617 0.87074229 0.87905840

and finally let’s make a table of evaluation metrics

#Let's go in this order of columns, left to right: AUC, COR, Kappa, TSS  
eGAM<-c(AUC\_GAM,COR\_GAM,kappaGAM[2], TSS\_GAM[[2]])  
eME<-c(AUC\_ME, COR\_ME, kappaME[2],TSS\_ME[[2]])  
eBRT<-c(AUC\_BRT, COR\_BRT, kappaBRT[2],TSS\_BRT[[2]])  
eENS<-c(AUC\_ENS, COR\_ENS, kappaENS[2], TSS\_ENS[[2]])  
all\_evals<-rbind(eGAM,eME,eBRT,eENS)  
colnames(all\_evals)<-c("AUC", "COR","MaxKappa","TSS")  
rownames(all\_evals)<-c("GAM","MaxEnt", "BRT", "Ensemble")  
write.csv(all\_evals, file=paste0(genus,"\_",species, '\_eval.csv'))